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In this work evolution of software lifecycle models is explored. Firstly to lightweight and then to agile software development
methodologies, and factors that have led to a search for ways to improve approaches to software development. Also "outdated"
development designing approaches are compared with modern flexible and conclusions made whether the advantage of the
latter over the firsts is absolute and whether or not the modern and only the modern should be used or maybe older approaches
still have their advantages and it is too early to exclude them.
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B aT0i1 paboTe uccienoBaHa BOJIOLHS MOJIENICH KU3HEHHOTO LIHKJIA IIPOrPaMMHOT0 00eCTIeYeHH s 10 CHavyasa 00JIerYeHHbIX,
a 3aTeM U TMOKUX METOIOJIOTHH pa3pabOTKH MPOTrpaMMHOTO OOECHeUeHHs, a Takke (PakTOpbl, KOTOPBIC MPUBEIH K MOUCKY
HyTeH yJIydLIeHHs MMOJXOJO0B K pa3paboTKe MmporpaMMHOro obecredeHus. Tarke CpaBHHBAIMCH «yCTapeBLIME» MOAXOJIbI K
OpraHM3aluK pa3pabOTKU ¢ COBPEMEHHBIMHM TMOKMMHM, M CHENAaHBI BBIBOJBI O TOM, SIBISETCS JIM MPEUMYIIECTBO IIOCICIHUX
nepes MepBHIMH aOCONIIOTHBIM, W JIGWCTBUTENBHO JIM OHM M TOJBKO OHHM JIOJDKHBI WCIOJB30BaThCSl HA IIPAKTHKE, WIIH,
BO3MOJKHO, GoJIee cTapble MOIXOABI BCE ellle UMEIOT CBOU PEUMYIIECTBA, U €Ie CIMIIKOM PaHO X HCKIIIOYATh.

Knroueswie cnosa: Agile, Scrum, Kanban, memodonozus, paspabomra, npoexkmuposanue, 2ubkue Memoodoio2uu, cemeticmeo
MemoOono2uil.

B nawiif po6OTi TOCTIHKEHO MOJIETI KUTTEBOTO IMKIY Ta CiMeicTBO Agile MeTomomoriii, HaBeNEeHO I[IHHOCTI Ta MPHHIIUITH
MaHipecTy Agile Ta MOSCHEHO 3HA4YEHHs IEPIINX, HABEJCHO 3aKOHOMIPHOCTI, 3arallbHi JUISl BCIX HABEICHUX MOJeNeH
JKUTTEBOTO IMKITY, HABEJCHO BIACHE MOJICI KUTTEBOTO IIUKJY Ta MOSICHEHO CYTHICTh KOXHOT MOJIENI, JOCIIIKCHO €BOIIOIIIO
MoJeNield JKUTTEBOTO LUKIY MPOTPaMHOrO 3a0e3Me4YeHHS OO0 CHOYATKy JIETKHX 1 MOTIM THYYKHX METOIIB PO3POOKH
MPOTPaMHUX IPOAYKTIB, HABEACHO L THYYKI METOAM PO3POOKH i JaHO KOPOTKY XapaKTEPUCTHUKY KOXKHOI, Ta IOCIiIKEHO
YUHHUKY, 010 NPU3BENN 0 MOIIYKY IUIAXIB BIOCKOHAJCHHS MIIXOMAIB 0 po3poOku mporpamHoro 3abesmedeHHs. ToOTo,
OCBITJTIOIOTECS Ti IPOOJIEMH, SIKi HaMaraJlich BHPIIINTH JTOCBIUEHI CIIEIialicTH, 3 KO METOI BOHH CTBOPIOBAIN MaHidecT
Agile, 1 Hamaranucy BUHaTH croci6 po3poOKH, 10 Mae HA yBa3i MOCTIHHO MIHJIMBI PUHOK, BUMOTH 3aMOBHHKA Ta Oa)KaHHS
KOpHCTYyBa4iB 0e3 BTpar eeKTMBHOCTI, 4acy, Ta ¢iHaHciB. {1 Tema € myxe akryaibHOIO, ToMy, sik Agile-meTononorii €
JIOBOJII HOBHMM MiJIXOJOM 10 PO3POOKHM NPOTrpaMHUX HPOJYKTIiB, HaBiTh B Takiil 3arajoM HOBiil Hayll, sSIK KOMI IOTEpHI
TEXHOJIOT1i, 0cOOMMBO B YKpaiHi, e 3 SBISIOTECS OCTAHHI 5-7 POKIB, i 10Ci BiIOyBa€eThCs MpoLeC 1X BIPOBAKEHHS, TOMY 5K
9acTo IX BUKOPUCTOBYIOTH JIMIIIE «HOMIHAIBbHO», TOOTO i3 MOPYIIEHHAMH BCiX MpaBmi MeTonoiorii Ta Agile 3aramom, abo
HaBITaKd 0E3IOTAHHO BUKOHYIOTH BCi IpaBHJIa Ta PUTYAIH, IO MPU3BOIUTH O 3MEHIIECHHS €)EKTUBHOCTI pOOOTH KOMaHIN Ta
CTBOPIOE 3alBUil CTpeC, a 3aXifHi MiINPHEMCTBA BUKOPUCTOBYIOTH iX NEIIO OiLNbIIe ASCATHIITTS, X04a inei A aeskux OyIo
3HaHIEHO y MiXoJax A0 opraHizamii BupoOHunTBa me 60-x pokiB 20-ro cropiuys. Takoxk MOPIBHEHO «3aCTapiyiy MiAXOAH 10
opranizarii po3poOKH i3 HOBUMH THYYKHMH, IOSICHEHO B 4YOMY MOJSITae iXHs IepeBara Ta HaBEJEHO BHCHOBOK YU € IIf
nepeBara OCTaHHIX HaJI MePIIUMH a0COFOTHORO 1 U Jiniie Agile MeTomoIoriT MarTh OYTH BUKOPHUCTOBYBAHI Ha MPAKTHII, 200
X 1 CTapilIi miaXo i BCe e MAarOTh CBOT MEPEBart i ix Ie 3apaHo BUKIIIOYATH.

Knwwuoei cnosa: Agile, Scrum, Kanban, memoodonocis, po3pobka, npoeKmy@anus, eHYYKi Memooono2ii, cimeucmeo
Memooonoziil.

Waterfall

The waterfall lifecycle model is probably the first to be met by a person who starts to study the
development methodology. The essence of the model is that the work on the project consists of a rigid
sequence of stages: definition of functional and non-functional requirements, analysis, design,
implementation, testing, integration and support (Figure 1.1), and the next stage cannot begin, until the
previous one is completed [1]. This is precisely a problem with the waterfall model: if, for example,
significant errors are detected during the testing, the project redesign will be needed and the whole
project will go back through design, implementation and testing phases [1]. Therefore, the main
drawbacks of the waterfall model are discrepancy with the real software creation conditions, lack of the
possibility to return to the previous stages of development, error correction performed only during the
testing phase and the project result could be obtained only at the end of the development process. There
are also the advantages, however: the waterfall model is understandable, therefore it makes it easy to
manage a project and allows you to determine in advance the cost and time estimations of development,
it has a certain sequence of stages and allows you to evaluate the quality of the product on each of them,
and with a clear definition of requirements and means of their implementation let you get excellent
result quite quickly [2].
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In order to eliminate the main disadvantage of the waterfall model, it has been improved by adding
backward links between stages. That is, an opportunity to go back to the previous stage (Figure 1.2) has
been added, which allows solving problems at each stage immediately after the problem is detected, and
to return to the previous steps where an error has been made. However, such a model has showed a 10-
fold increase in development costs [2]. It is caused by the fact that because of returning to previous
stages the cost proved to be stretched over time [3].

Figure 1.1. Waterfall lifecycle model
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Figure 1.2. Waterfall lifecycle model with intermediate monitoring
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V-model of software lifecycle

Development through testing (V-model) - a model created in attempt to find a program product
development algorithm that is close to real-life conditions [2]. It has a phased structure, as well as a
waterfall model, but pays a lot of attention to verification and testing of the product being done at the
same time as the development phase (Fig. 1.3), therefore this model is optimal for systems where a
smooth operation is particularly important [4]. The V-model had some disadvantages however; the
main one is late testing, which makes it impossible to make changes without changing the schedule of
the project.
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Figure 1.3. V-model of the software lifecycle

General features of lifecycle models

Lifecycle models similar to any described above reflect the same states, from the moment the need
in this software product arises and to the moment of its complete decommissioning. The indicated
models differ in the interrelation of the lifecycle stages, but each of these stages is present in each
model in one form or another [3].

Strategy definition — the name of this stage in different models usually contains such keywords as:
definition, concept, requirements, project planning. That is, this stage, which can be presented in a
particular model as several stages, usually a business survey and an assessment of the scope of the
project, the goals and objectives, aims to do. At this stage, the entities and functions are determined at a
high level [3].

This is done usually by a team of highly skilled business analysts having access to a leading staff of
the customer company; main users of the future system usually participate in this phase, as well as
domain experts [3].

The purpose of this phase, as noted above, is to obtain as much information as possible about the
system, customer requirements and to transfer all this information in a formalized form to system
analysts, and this is usually done through discussions with the customer, experts and users [3].

The result of this stage (strategy determining) is the documentation, where it is clearly stated what
the customer will get if they agree to finance the project, time and costs estimations for the finished
product [3]. The document should contain not only the costs but also the possible profit for the
customer; for example the payback time of the project, the expected economic effect in cases where it
can be estimated [3].

The analysis phase involves a detailed study of the business processes and the information needed
for their implementation [3]. All information about the system, collected at the strategy definition stage
is being formalized and specified at the stage of analysis [3]. Particular attention is paid to the
completeness of transferred information, information analysis for non-contradictoriness, as well as the
search for unused or duplicated information, because as a rule, the customer initially forms
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requirements not for system as a whole, but for separate components [3]. At this stage, the necessary
components of the testing plan can also be determined [3].

Analysts collect and fix information in two related forms: functions and entities [3]. That is why
results of the analysis stage traditionally a hierarchy of functions that divides the process of processing
into components (what is done and what is it composed of), and the entity relationship model, which
describes the entities, their attributes, and the relationships between them [3].

The design stage in its original historical form has been designed to create schematics of databases
or data repositories, if any present in the project, and a set of specifications of future system modules,
based on the data obtained from analysis phase. Also historically, a testing plan is finalized at the design
stage, and a final document, a technical specification, according to which software will be developed, is
created. As general, in mentioned above software lifecycle models, the design phase performs the
following tasks:
complete verification of analysis stage's results;
determination of system constraints;
determination of the system's architecture;
determination of development tools to be used;
repository or database designing;
designing the interaction interfaces;
determination of specifications for system modules;
determination of testing requirements;
determination of system security requirements [3].

An |mportant moment - all specifications should be as accurate as possible: those obtained after the
stage of analysis as well as developed at this stage [3]. Quality of the design defines quality of the
future product.

During the project implementation developers receive a specification and begin to write a code of
the modules, strictly adhering to the designers' documentation [3]. The result of this stage is a program
that is passed to the testing stage, which, in general, determines and evaluates quality of the system and
its readiness for commissioning. That is why these two stages are not combined or parallel only in the
waterfall model - as already mentioned, from the testing stage, it should return to the stage of
implementation at least. In other models, this disadvantage has been eliminated in one way or another;
actually attempts to eliminate the need to go back to the previous stages of testing have led to the
emergence of such a number of software lifecycle models. In practice, the development and testing
processes are running simultaneously, and developers are constantly cooperating with testers in order to
eliminate most of the errors efficiently and in time. Sometimes these collaborations involve software
designers who act as experts responding to developer requests for technical specifications.

The result of the testing phase is the system resistant to failures, malfunctions and capable to restore
itself correctly [3].

The stage of implementation or integration involves the process of transition to a phase of
operation. The system can be deployed completely, or gradually, depending on the model used, but in
any case at this stage the system passes the so-called "user acceptance test" - the system begins to work
"for real"” [3].

The stage of operation and technical support (if present) is the last stage of the software lifecycle.
It can be noted that if technical support is available, the terms of support, the necessary staff and
equipment are discussed with the customer and fixed in a separate document [3].

O N AWM

Incremental lifecycle model

A significant step towards Agile methodologies was made by separating the entire product
development process into several development cycles, each cycle passing through the same phases
(Figure 1.4). Such decomposition instead of a large inert project, which then needs to be tested as a
whole, presents some small easy-to-create modules that are much easier to test and fix. Complete
system requirements are also divided according to modules that will be developed per cycle.

According to the incremental model, in the first large loop the product is released with the basic
functionality, and then new functions are gradually added, that means, that at each new so-called
"increment” a new extended and improved version of product is being developed, and this process
continues until a complete system is created [4].



50 Cepis ¢(MaTemaTiyHe MoaentoBaHHs. [HhopMaLiiHi TexHonorii. ABTOMAaTI30BaHi CUCTEMM YNIPaBRiHHsY, BUNYCK 42

The main advantage of this model is the swift response to changes in customer requirements: if the
customer wants to introduce an additional functionality - it will be designed, implemented and tested in
the next cycle; and shortly after release of first version of the product the reaction of audience,
expediency and development risks could be assessed.

Design and
implementation

Definition of
requirements and
initial planning

Planning and
requirements

Testing \

Deployment

Integration

Figure 1.4. Incremental software development model

Nevertheless, requirements for the whole system still must be defined before the implementation of
the first version of the product, which imposes limitations. Moreover, the customer's requests needs to
be periodically processed, formalized and adjusted to users' feedback and changes in the market.

Iterative lifecycle model

The main difference between the iterative model and the incremental one is that the start of the
project doesn't require a complete specification of project requirements; the first cycle develops a part
of functionality, which becomes the basis for the further development and specification of the
requirements [4]. The first version may not be ideal - it just has to work, but each subsequent version
brings the project closer to the desired result, and the result of each cycle is the working version of the
product [4].

Rapid application development

Attention should be paid to the rapid application development model, or just "rapid application
development”, hereinafter referred to as RAD. This is the incremental model and the main peculiarity of
RAD is that modules, components, or functions are developed by several groups simultaneously (Figure
1.5).
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. Project

Figure 1.5. Rapid application development (RAD)
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The time of one cycle is strictly limited, and upon completion, all created modules are combined into
one working product [4]. The model cycle includes phases of "logic modelling”, "data modelling",

"process modelling”, "project assembly"” and "testing”. In the first three phases the list of information
flows, objects and entities, and relating objects is determined. RAD primarily uses automated
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assembling tools, which transform the generated models into a code at the fourth stage, the "project
assembly”. That is why the main limitation of the model is the high personnel requirements, highly
skilled and specialized developers are required. In addition, the budget of such a project is usually
rather high due to the need to pay for specialists' services and automatic assembling tools [4]. Therefore
this model is used for "fast development” - it is effective when the project must be finished in a short
time [4].

Spiral model
The spiral model that combines design and staged prototyping should also be mentioned [2].

Total cost?

Analysis of risks Definition of
and requirements requirements

1 version

2 version

}

3 version

Decision-making

T

Customer assessment
Development and implementation

Figure 1.6. Spiral software lifecycle model

Each "turn™ of spiral consists of sequentially placed stages that have no backlinks and result of each
"turn” is analyzed at the end of this "turn™, the results of analysis affects the next "turn" (Figure 1.6).
The "development” in the spiral model combines traditional stages of design, implementation and
testing, that is, at this stage detection and correction of part of errors are performed. The errors which
cannot be fixed and require more profound structural changes can be corrected on the next "turn” [4].
The spiral model, therefore, is very similar to the incremental one, but there is risk analysis present in
each cycle. Therefore this model is suitable for the projects where each solution is critical and a failure
is unacceptable [4]. That is why the efficiency of this model increases along with the size and the
complexity of the project [3].

Historical factors of the Agile manifesto emergence, its values and principles

Now let us consider the methodology, because Agile is a methodology, not a model. The
methodology is a system of principles, ideas, means, methods, and tools for software development,
while the model is a description of software product lifecycle in stages with detailed explanation of
each stage within the system [5]. In other words the methodology is a set of strategies for managing a
product development process.
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Agile is also called the "Agile methodologies family" which means that Agile is not a particular
methodology, a clear manual or algorithm, and therefore allows for freedom of choice and adaptation,
which is why a large number of methodologies exists under the common name of "Agile methodologies
family", all of which are based on Agile principles, but have specific methods, practices and project
management strategies [1].

Agile is a very young family of methodologies, its principles were formed in February 2001 by
seventeen IT professionals gathered at a ski resort. The official website highlights this event as follows:
"On February 11-13, 2001, at The Lodge at Snowbird ski resort in the Wasatch mountains of Utah,
seventeen people met to talk, ski, relax, and try to find common ground—and of course, to eat" [6].

Shortly before this event, in the 1990s, a number of “light” software development methods were
developed in response to the prevailing “heavy” methods that critics described as "overly regulated,
planned, and micromanaged” [7]:

Rapid application development (rapid application development, RAD) — 1991;
Unified process (unified process, UP) — 1994;

Dynamic systems development method (DSDM) — 1994;

Scrum — 1995;

Crystal Clear — 1996;

Extreme Programming (XP) — 1996;

Feature-driven development — 1997.

It is no surprise that the leading experts in the lightweight development methods were among the
authors of the Agile Manifesto, which, in turn, gave impetus to the development of flexible
methodologies and laid the foundations for a flexible approach to software development in general [7].

The Manifesto consists of four values and 12 principles and it contains no specific instructions.

1. Individuals and interactions over processes and tools;

2. Working software over comprehensive documentation;

3. Customer collaboration over contract negotiation;

4. Responding to change over following a plan [6].

Those definitions raise many questions due to their abstractness; therefore Scott Ambler's
explanation can be useful:

1. Tools and processes are important, but more important that competent people work together
effectively;

2. Good documentation is useful because it helps people understand how software is created
and how to use it, but the main purpose of the development is to create software, not
documentation;

3. The contract is important, but it is not a substitute for close cooperation with customers,
which is needed to understand what they need,;

4. The project plan is important, but it should not be too rigid; it should take into account
changes in technology or the environment, stakeholder priorities, and people's understanding
of the problem and its solution.

The twelve principles of Agile as follow:

1. Our highest priority is to satisfy the customer through early and continuous delivery of
valuable software;

2. Welcome changing requirements, even late in development. Agile processes harness change
for the customer's competitive advantage;

3. Deliver working software frequently, from a couple of weeks to a couple of months, with a

preference to the shorter timescale;

Business people and developers must work together daily throughout the project;

Build projects around motivated individuals. Give them the environment and support they

need, and trust them to get the job done;

6. The most efficient and effective method of conveying information to and within a

development team is face-to-face conversation;

Working software is the primary measure of progress;

8. Agile processes promote sustainable development. The sponsors, developers, and users
should be able to maintain a constant pace indefinitely;

9. Continuous attention to technical excellence and good design enhances agility;

o>

~
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10. Simplicity - the art of maximizing the amount of work not done - is essential;
11. The best architectures, requirements, and designs emerge from self-organizing teams;
12. At regular intervals, the team reflects on how to become more effective, then tunes and

adjusts its behavior accordingly [6].

Nowadays there are a number of methodologies constituting Agile family and some of them have
been mentioned before:

Agile Modelling (AM) - this approach basically defines modelling procedures (including
model code verification) and documentation within software development. The procedures
for designing and constructing UML diagrams are described in a lesser extent and stages of
development, testing, project management, deployment and maintenance are not affected.
The Agile Unified Process (AUP) is a unified version of the RUP (IBM Rational Unified
Process) methodology formulated by Scott Ambler. AUP defines a software development
model for business applications.

Agile Data Method (ADM) is a set of iterative tools of flexible software development with
an emphasis on the formation of requirements and solutions through the cooperation of
various cross-functional teams.

Dynamic Systems Development Method (DSDM) is an iterative and incremental approach
based on the Rapid Application Development (RAD) concept, which focuses on maximizing
the end-user involvement in developing a software product and "Concentration on the useful
80% of the system, which can be implemented in 20% of the time".

Essential Unified Process (EssUP) - an approach developed by Ivar Jacobson that contains
methods of iterative software development with an emphasis on the product architecture and
optimal team practices (essentially borrowed from RUP, CMMI and Agile Development).
The idea is that only applicable in a particular situation practices and methods should be
used. Based on the chosen methods and practices, the target process is determined. In
contrast to RUP, where all practices and methods are interconnected, in this approach, there
is flexibility and the ability to isolate exactly the necessary elements (methods and practices)
from the available ones.

Extreme programming (XP) - the idea of extreme programming is to use the best existing
practices in the area of software development, raising them to a new (extreme) level. For
example, in contrast to the usual practice, when one programmer consistently checks the
written code after his colleague, in extreme programming, this check is performed in
parallel. That increases the speed of product release, but also the risks too.

Feature driven development (FDD) - the main idea of this approach is that “each function
should be implemented in no more than two weeks”. Therefore, if it is unrealistic to develop
a function as a whole, this function should be deconstructed into several functions and
implemented gradually.

Getting Real (GR) - this approach eliminates the functional specification procedures used
for web applications. Development begins from the reverse, an interface and design are
developed initially, and then the functionality itself.

OpenUP (OUP) - this approach defines an iterative-incremental method of software
development based on RUP. Within this method, the development lifecycle is defined (start-
up phase, refinement phase, development and transfer phase to the customer). Due to certain
stages and control points, the effectiveness of controlling and monitoring of the project's
progress increases, which leads to the timely decision-making on the project.

Lean software development - this approach is based on the concept of lean management of a
manufacturing enterprise (lean production, lean manufacturing), the interaction of
developers with customers and super-fast implementation of customer-critical functions.
"Crystal" methodologies (Crystal Clear, Crystal Yellow and Crystal Orange, for example),
the main points of which are choosing the policy, practical approaches and processes that
will be valid for the entire project, and interacting with end-users.

And, of course, Scrum and Kanban, that are very common both in literature and real projects
because for small projects and inexperienced teams they are quite optimal. Both methodologies are
based on Agile principles and are designed for a small independent team of 5-9 people [8]. The team
does not have an official head and decisions on the organization of the project are made without
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external intervention [8]. This results in collective responsibility - any error is a mistake of the entire
team, not a specific member [8]. It is also highly recommended to place the team in one room,
preferably without partitions. Contacts and communication are of most importance here and nothing
should interfere.

Kanban
This method of the workflow organization comes from the automotive industry; the name itself is a
Japanese term for the conveyor production method of Toyota in the '60s of the 20th century [9]. Its
essence is to use so-called "main conveyor” or "main production” and "additional conveyors" or
"additional productions", the main conveyor puts the pace of production, and additional cannot exceed
this pace, but they can slow it down [9].
Kanban is based on three basic principles:
1. visualization of what is done today (the process of work) - the vision of all elements in the
context of each other is the most informative;
2. limited work volume - this helps to balance the workflow as a flow of elements in
development, and does not allow the team to start or run too much work at the same time;
3. rate support - when one job is completed, a new one, with the highest priority, is taken from
the list for processing [10].
Therefore, Kanban is based on a prioritized list of tasks and progress stages of a specific task
capacity, for example: "to processing”, "in development”, "in testing” and "implementation™ (Figure
2.1).

Development _ _ _
To Do 3/3 In testing In implementing Done
In progress |Ready for QA 2/2 373

v (s M [F] | [D
S (N te ] [e

Figure 2.1. Example of workflow organisation with Kanban

This methodology is based on the priorities and developers' capabilities in terms of parallel work,
rather than on time. When the developer is ready to take a new task, he takes it out of the list. When a
new feature is enough to release a new version of the product — it is implemented on demand, and if
there is an urgent important task — it is immediately taken to work. The capacity of each stage is limited
by the total weight of tasks performed, and if a certain stage is divided into several, the capacity has a
parental stage [8]. In the ideal case, all stages are filled to the maximum capacity, and in case of delays
in one of stages, the developers from the least loaded stage can join temporarily (or permanently, if the
delays at one and the same stage occur constantly) to eliminate delays throughout the product
development process [9]. This liquidity is possible because teams in Agile are universal, and roles
inside a team do not exist in Kanban [8].

The main purpose of Kanban - maximum speed of the passage of the task through all stages, which
means the maximum development speed of new features of the product for the whole project, and this
speed is more important than the number of simultaneously developed features, and Kanban itself is
better suited for projects that have quickly and frequently changing priorities and requirements [10].
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Scrum

Scrum has influenced the creation of the Agile Manifesto, but before it was the structure of projects,
for which it was important to supply the new system features within more or less same time intervals,
every two or four weeks, for example [10]. Therefore the first feature of Scrum is an iterative approach:
all project work is divided into cycles of specific fixed duration, the so-called sprints (Figure 2.2).

The next feature is the two additional roles besides developers: a scrum-master and a product owner
(PO) [8]. A scrum-master is a person whose duties are to organise the work, he is not a manager, does
not hold a managerial position and does not gives instructions [8]. His direct duties are:

1. tohold a meetings;

2. to remove obstacles for teamwork;

3. to find and identify problems and to bring this information to the team;
4. to ensure that the team follows the methodology;

5. to monitor the progress of tasks [8].

In addition, the scrum-master is a member of the team and when not executing the duties above he
works on the project as well [8].

The product owner defines the direction of the project development. It may be an external or internal
client or a customer representative, but in any case, it is a person who has perfect knowledge of the
market, the target audience and approves the results of the team's work [8].

End-user or

customer data

Requirements
| —
—_— Sprint
Product 1-4 weeks
Owner
Sprint ) Demo Potentially
Backlog lanni Tasks »  version downloadable
planning J | review version of product

Fig. 2.2. Workflow scheme for scrum methodology.

Scrum sprint

Another Scrum's difference from Kanban is that the task priorities are defined not by the team but by
the product owner, and all subsequent priority reviews during the project are performed by the product
owner, not by the team. It's also worth paying attention to the sprint's composition - unlike the Kanban
workflow, where all developers start from the beginning to work out the task and at completion take a
new one, in Scrum each sprint begins with the planning, which conditionally could be named "sprint
planning” stage. This stage usually takes the first few hours of sprint and team checks the list of
development tasks because both the list and the priorities of tasks can be changed in time. Then the
developers choose as many tasks with highest priority as the team could complete during sprint and
start working. The bulk of the sprint can be named "realization", at this time the developers complete
the tasks chosen at the planning stage. At last performed work is demonstrated to the product owner and
integrated into the product — this stage can be named "release version" or simply "release™. The sprint
ends with a so-called "retrospective™ - the team discusses the sprint, identifies which problems it has
faced, whether they have been solved, how to improve the team's performance for the next sprint and
how to improve the quality of the product. It is impossible to add tasks to the sprint even urgent and
very important, therefore all unfulfilled tasks are returned to the task list for consideration at the next
sprint planning stage.
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Conclusions

The dependencies and general features of life cycle models have been determined and outlined
above in "General particular features of lifecycle models”. Advantages and disadvantages of software
lifecycle models have been studied and analyzed, as well as the factors that have driven further searches
and improvements of project management approaches and consequentially have led to the transition
from life cycle models to "looped™ approaches (iterative, incremental and spiral models).

Thus, this article emphasizes not only the need to introduce the latest developments in the field of
work process organization to the Ukrainian IT sector but also points out, perhaps more importantly, the
needless rejection of past achievements. Nowadays the problem of project management usually lies in
the choice between Scrum and Kanban, not considering even other methodologies of Agile family,
needless to say, the life cycle models. Those models, albeit outdated, still have their advantages in
particular cases and moreover can sometimes surpass benefits of Agile methodologies.
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